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Abstract—The npm software package ecosystem is a notable
target for adversarial actors, who seek to compromise software
dependencies to exploit software developers and the end-users of
their software. One especially dangerous form of attack involves
the compromise of a package update. By sneaking malicious code
into a package update, adversaries can trick package users into
unknowingly installing malware.

Detecting malicious package updates is an active research
problem, as prospective solutions need to keep pace with the near-
constant stream of new package updates, while also maintaining
high detection accuracy. In this context, one potentially inter-
esting and emergent approach involves utilizing large language
models (LLMs) to identify malicious behaviors from the text of
package code. However, practical use of LLMs also poses unique
first-order challenges, as models are expensive to run and are
known to struggle with task performance as input size increases.

This work provides a critical exploration into the practicality
and effectiveness of LLMs for detecting malicious package
updates. We overcome the immediate challenges for LLM-based
applications by preprocessing inputs for analysis and postprocess-
ing outputs for malware classification. We find this approach to
be practical at repository scale and effective at detecting historical
malware incidents, with our best-performing model correctly
flagging 209 out of 209 malicious samples across a collection
of historical attacks, while only flagging 8 out of 2,000 benign
samples across a dataset of typical package updates. With first-
order obstacles overcome, we then conduct a deeper investigation
into the reasoning capabilities of LLMs–demonstrating specific
mild code obfuscations that uniquely challenge tested LLMs and
enable adaptive adversaries to subvert detection. Ultimately, our
findings demonstrate nuanced potential for employing LLMs as a
part of a larger security toolbelt for detecting package malware.

I. INTRODUCTION

Securing package ecosystems is an important security prob-
lem. The largest of such repositories, npm [1], by itself hosts
over 3.2 million packages as of April 2025 and serves billions
of package downloads per week [2], [3]. These widely utilized
and easily accessible repositories of software dependencies
constitute ripe targets for malicious activities. In a software
supply-chain attack, an adversary sneaks malicious code into
a package (or exploits unintentionally vulnerable code within),
resulting in dangerous security consequences downstream–
not only for the software developers and infrastructure in-
corporating these packages–but also for the end-users who
run applications built from compromised packages [4]. Such
attacks are important yet difficult to detect due to the diversity
of potential attack forms, combined with their ability to hide

amongst the near-constant stream of packages and updates that
are continuously uploaded to package repositories.

Adding to the need for automated solutions, package mal-
ware is on the rise. Prominent software supply-chain manage-
ment firm Sonatype logged over 700,000 instances of open-
source package malware in 2024 alone, representing 156%
year-over-year growth [5]. One particularly dangerous form
of package malware involves the compromise of a package
update, wherein vested package users are exposed to malicious
code upon downloading the new package update. Indeed,
malicious package updates have been a common attack vector
among notable software supply chain incidents, including both
SolarWinds and xz-utils [6], [7].

Past approaches for detecting malicious package updates
utilize either static dataflow analysis or traditional machine
learning techniques [8], [9], [10], [11]. A significant limitation
of these past approaches is high false positive rates (4.7-
5.2% for the overall best-performing approach of those cited
above [8]). This hinders the practicality of deploying such
systems, since any sweeping enforcement mechanisms (e.g.
package takedowns), or manual review of flagged packages,
would be impractical to perform at repository scale if false
positives are flagged too frequently. Additionally, prospective
solutions need to be quick to run and highly efficient in order
to catch malware in real time as new package updates are
rapidly released. As such, malicious package update detection
is an active research problem.

In this context, an interesting new approach is the use of
large language models (LLMs), which are pre-trained models
designed to perform general-purpose language-based tasks,
mediated via textual input prompting [12], [13]. This approach
is particularly enticing within the context of past approaches
since LLM-enabled malware detection, operating at the lexical
level, offers high degrees of generalizability, adaptability, and
efficiency. Moreover, LLMs are gaining significant popularity
and advocacy in software security research [14], [15], [16],
[17], [18], including in package malware detection [19], [20].
The goal of our work is to provide a critical investigation into
the use of LLMs for malware detection, carefully considering
the accuracy, practicality, and deeper reasoning capabilities of
tested LLMs.

A review of literature identifies several first-order concerns
that make effective use of LLMs for malware detection more



challenging. Notably, LLMs are expensive to operate [21], im-
pacting their practicality at scale. Moreover, extracting precise
classification boundaries from the text-based output of LLMs
is a non-trivial natural language processing task. And most
significantly, model input is bounded by a finite context win-
dow–which specifies an upper bound on prompt size–implying
that inputs larger than the context window cannot be analyzed
in whole. We note that many past works which employ LLM-
based security analyses [19], [17], [14], [16] have opted to
simply ignore any samples that exceed the context windows
of tested models. Compounding this challenge, large inputs
in general–even those within an LLM’s context window–are
shown in practice to worsen model performance across various
tasks [22], [23], as larger inputs increase the likelihood of
an LLM being distracted by less relevant information and/or
overlooking more important information.

In this work, we show that such first-order challenges for
LLM-based malware detection can be overcome through prac-
tical considerations and selection of well-suited environments.
With modern software development trending towards practices
such as continuous integration [24], code updates are becom-
ing smaller in size and more frequent. These smaller sizes
imply that package updates, rather than whole packages, pose
more favorable conditions for LLM-based analysis. Indeed,
in an analysis of more than 2,000 npm package updates, we
find that even a plain diff between consecutive package
versions is on average 78.8% smaller than the whole package’s
codebase. Compounding this reduction, we find that package
updates exhibit significant potential for summarization. To
further optimize input sizes, we develop a custom smart-
diff generator–a diff-based tool that employs preprocessing
minification and k-gram-based redundant code elimination–
to capture only the novel changes within a package update.
Using smart-diffs rather than whole packages as the inputs to
LLMs, we are able to reduce total input size by an average of
95.4%, thus allowing over 98.5% of those package updates to
fit within tested models’ context windows.

Within this environment, we show that LLMs can be effec-
tive in detecting existing attacks. Across a collection of his-
torical npm package malware incidents, tested LLMs correctly
flag 209 out of 209 malicious samples, and across a collection
of typical npm package updates, our best-performing model
flags just 8 false positives out of 2,000 typical package updates,
all with a total (single-threaded) execution time of 35.58
seconds per update on average (and only 11.61 seconds at
median). Further, we demonstrate the efficiency of smart-diff
enabled LLM-based malware detection by conducting live
analysis of updates to popular npm packages in real time,
spanning nearly 30,000 package updates over a period of
almost three months.

With first-order challenges of LLM applicability overcome,
our final research goal is to critically assess whether deeper is-
sues of LLM-based malware detection remain to be addressed.
Through this investigation, we demonstrate specific forms of
mild code obfuscations designed to uniquely challenge the
current reasoning capacities of tested LLMs, which enable

adaptive adversaries to subvert package malware detection.
We also find that tested LLMs can provide limited, surface-
level analysis into the kinds of complex and branching code
obfuscations that are challenging for existing dataflow anal-
ysis. Ultimately, our findings paint a nuanced picture of the
potential for LLM-assisted malware detection, which we hope
will inform further research into the continued evolution of
package malware detection and the reasoning capabilities of
large language models.

In sum, the contributions of our work are as follows:
• We show that first-order challenges inherent to LLM-

based applications can be overcome, enabling practical
LLM-based detection of malicious npm package updates.

• We present an efficient, step-by-step architecture for
LLM-based malicious package update detection, includ-
ing smart-diffs, prompt design, and embedding-based
output classification.

• We conduct a thorough and comparative analysis of
LLM-based malicious package update detection, assess-
ing the capabilities of LLMs in relation to prior work and
identifying key cost-performance trade-offs.

• We demonstrate adversarial code obfuscation techniques
uniquely poised to subvert LLM-based malware detec-
tion, highlighting current limitations in state-of-the-art
models.

The remainder of this paper is structured as follows: Sec-
tion II explores related work and distinguishes our study from
prior research. Then, Section III presents the threat model
underlying this work. In Section IV, we describe the design of
practical LLM-based malware detection over package update
smart-diffs, and we detail our methodology for evaluating
this approach. Then, Section V presents the results of our
evaluation. In Section VI, we discuss the primary and auxiliary
findings of our work. Finally, Section VII summarizes and
concludes our work.

II. BACKGROUND AND RELATED WORK

A. Software Supply-Chain Security
The security posture of large-scale and open-source software

supply-chains is an active area of research [4]. Existing
works [10], [25], [26], [3], [27], [28] have identified key attack
vectors and explored the downstream impacts of software
supply-chain attacks across package repositories, software
developers, and end-users alike.

One field of research [29], [30], [31], [32], [33], [34]
seeks to characterize key features of open-source package
repositories. One particularly notable feature is the strong
interdependence between packages, meaning that installing
a single package typically yields the implicit installation of
dozens of transitive package dependencies [35]. Such package
interdependence further enables software supply-chain attacks,
since malicious code can be stealthily added deep into the
dependency trees of even highly popular packages [36], [10],
[37], [3].

To identify software supply chain attacks, several works
propose tools and analyses aimed at detecting malicious



software packages [10], [11], [38], [39], [40], [41], [42],
[43] and/or updates [44], [8], [9]. Such approaches utilize
either metadata-based heuristics [41], [39], [44], [10], static
analysis [38], [40], [43], [8], [9], or machine learning [11],
[42]. Of notable importance to our work is RogueOne, by
Sofaer et al. [8], which proposes a static dataflow analysis
framework for detecting malicious npm package updates via
suspicious patterns in altered dataflows. Further, RogueOne is
demonstrated to achieve higher classification accuracy com-
pared to past approaches across different detection strategies.
A recent systematization of knowledge by Ohm et al. [45]
on the detection of software supply-chain attacks notes that
existing approaches possess serious practical limitations, most
notably narrow scopes and/or high false positive rates.

Our study differs from previous works in that it provides a
critical look into the potential application of emergent LLMs in
this problem space–including the identification of key practical
considerations and a deeper exploration into the reasoning
capacities of tested models–characterizing both unique benefits
and detriments to the approach. For the sake of completeness,
we also conduct a comparative analysis of LLM-based ap-
proaches against the state-of-the-art RogueOne [8] approach.

B. Large Language Models

LLMs, and their application towards software engineering
tasks, are rapidly gaining popularity in research [46], [47].
Within the domain of software security, many works [18], [48],
[49], [50], [51] are employing LLMs in the identification of
vulnerabilities across codebases, dependencies, and applica-
tions. LLM-based malware detection is also an active area of
research [52], [19], [53], [54].

Despite their rising popularity, LLMs possess several unique
limitations. LLM output is influenced by random seeding, so
results may be inconsistent across consecutive runs. Moreover,
LLMs are shown to potentially hallucinate false information
in practice [55] and are prone to reinforcing biases present in
their own training data [56]. Risse et al. [57] note that LLM-
based security applications are particularly prone to overfitting,
and they recommend that analysts apply semantic-preserving
transformations to testing datasets in order to mitigate overfit-
ting.

Another particularly significant limitation of LLMs is their
context window, a model parameter that specifies the max-
imum length of LLM input. In practice, LLMs are demon-
strated to struggle with large inputs, and even models which
support longer context windows are shown to perform worse
on tasks as input size increases [23], [22]. Thus, optimizing
inputs for the low-context settings in which LLMs are best
suited is an important first-order challenge for LLM-based
applications to overcome.

Closely related to our work is Zahan et al.’s SocketAI [19],
an LLM-based tool for identifying malicious npm packages.
However, a key limitation of SocketAI is that it was only
evaluated on samples smaller than the context windows of
tested models, namely GPT-3.5 and GPT-4. This limitation
is significant, as it excludes more than one out of every six

npm packages, based on an internal analysis we conducted,
comparing the 128K token context window of modern GPT-
based architectures against the size of packages across the
entirety of npm. Furthermore, even whole npm packages
within a model’s context window may still be large enough to
hinder model accuracy and performance [23], [22].

Our work differs in that we develop specific techniques
aimed at overcoming the first-order concerns of LLM-based
applications, thus enabling us to conduct a deeper evaluation of
the reasoning capabilities of LLMs within this problem space.
Since whole packages can be exceptionally large in size, we
opt to analyze package updates, further condensed into smart-
diffs–taking full advantage of the lower-context settings that
LLMs are better-suited for and allowing us to better explore
the practicality and deeper reasoning capabilities of LLMs in
package malware detection.

III. THREAT MODEL

In this section, we present the overall threat model underly-
ing our work. Our work seeks to investigate the potential for
LLMs to help security practitioners, particularly in detecting
malicious package updates in the npm package repository. In
this role, the security practitioner’s goal is to maximize the
correctness, efficiency, and cost-effectiveness of LLM-assisted
malicious package update detection. One crucial aspect of
this problem is the massive scale of package repositories. As
such, malicious update detection needs to incur low runtime
overhead to keep pace with the rapid rate at which packages
are updated in real time.

We opt to focus on the npm package repository, since
it is the largest of the open-source language-based package
ecosystems [2], encompassing an abundance of data at over
3.2 million unique packages. Moreover, npm is the primary
target of existing software supply-chain security research [45].
Despite this focus, we expect that our overall approach could
generalize to other package ecosystems as well.

For our threat model, we assume an adversary that has
obtained control of an initially benign npm package (typically
through compromising a package maintainer’s account creden-
tials, although disgruntled insider and open-source contributor
abuse have also been observed as relevant attack vectors in
this domain [4], [10]). The adversary’s goal could involve
obtaining unauthorized system access, disrupting computer
resources, or harvesting sensitive information and/or monetary
assets (e.g. passwords, credit cards, cryptocurrency wallets).

We assume that the adversary is capable of modifying
arbitrary package contents in the form of a package update
published to the official npm package registry. Further, we
assume that the adversary is capable of modifying and/or
obscuring package contents so as to attempt to evade detection
by any deployed defenses.

IV. OVERVIEW

This work seeks to explore the prospects of applying LLMs
in package malware detection, determining whether first-order
concerns can be overcome, and if so, whether deeper issues



Known Malicious Updates (46) Malicious Package Clones (163)
Attack Category Quantity # Obfuscated Quantity # Obfuscated
Form Grabbing 33 19 0 0
Malicious Process Execution 7 3 163 0
Fetch and Execute Script 2 0 0 0
Data Exfiltration 2 0 0 0
Write to Sensitive Files 1 0 0 0
Trigger Dependency 1 1 0 0

TABLE I: Categorization of attack vectors identified across our package malware datasets

remain to be addressed. In this section, we overview key
challenges and methodological details pertaining to this re-
search goal. First, in Section IV-A, we explore the construction
of representative and efficacious datasets of study. Then,
Section IV-B explores design details pertaining to practical
LLM-based malicious package update detection. Finally, in
Section IV-C, we detail our methodology for evaluating LLMs
in this problem space.

A. Datasets

Building datasets which are both representative and useful
for detecting malicious package updates poses significant
challenges. For one, malicious updates are rare relative to
benign updates, since most package updates simply cover
typical software development and routine package mainte-
nance. This challenge is only exacerbated by the scale of
npm, which hosts nearly four million unique packages and
receives a near-constant stream of package updates uploaded
to the repository in real time [2], [3]. Recently published
data from prominent software supply chain management firm
Sandworm [58] estimates that the npm repository receives an
average of approximately 15 package updates each minute.

Not only is the npm repository massive in scale, package
usage statistics paint a heavily skewed picture, with the top
less-than-1% of packages garnering the overwhelming major-
ity of package downloads [39]. As such, truly representative
datasets must account for these skewed distributions of npm
packages and their updates.

To overcome these challenges, and to explore a greater
variety of data, we construct a total of three datasets for our
analysis. The package selection methodology for our datasets
expands upon Sofaer et al.’s [8] with larger sample sizes and
an additional dataset. We describe our datasets and explore
differences in our dataset curation methodologies below:

• Typical Updates. This dataset contains the most recent
package update for the 1,000 most depended-on npm
packages, plus 1,000 packages randomly sampled from
the npm repository, based on a snapshot of npm taken
on April 15th, 2024. Sofaer et al. [8] employed a similar
sampling methodology, which included 150 of the most
depended-on npm packages and 150 randomly sampled
npm packages. We believe that this mixture of popu-
lar and random package updates provides a reasonable
representation of typical package update events across

npm. We assume these updates to be benign, given that
the overwhelming majority of package updates are non-
malicious, and the samples present in this dataset are free
of any official malware-related security advisories. This
dataset is crucial for assessing how LLMs behave when
analyzing typical package updates.

• Known Malicious Updates. This dataset consists of
46 unique malicious package updates, aggregated from
The Backstabber’s Knife Collection [59], a maintained
database of historical real-world attacks. This dataset
contains all of the malicious samples assessed by So-
faer et al. [8], but with duplicates removed, plus an
additional five malicious package update incidents we
collected; these added samples include a coordinated
malware campaign which compromised the packages
coa, rc, and ua-parser-js [60], as well as isolated
incidents involving the packages getcookies [61] and
sailclothjs [62]. This dataset enables us to assess
how LLMs perform on real-world malicious package
updates.

• Malicious Package Clones. Due to the class imbalance
between typical and malicious updates, we turn to ad-
ditional representative malware in the form of malicious
package clones (i.e., packages which copy the contents
of well-known packages, but contain injected malware).
Such packages are representative of potential malicious
package updates, as they demonstrate plausible forms of
package malware that could be injected into an existing
package via a compromised update. We construct this
dataset by sampling all 163 malicious package clones
present in a dataset of recently discovered malicious
npm packages archived by open-source software security
group StacklokLabs on GitHub [63]. For each clone, we
perform a manual investigation to identify the precise
original package and version from which it was cloned.
This dataset helps to increase the overall quantity and
scope of package malware assessed in our study.

1) Malicious Update Types: In this section, we explore
and categorize historical attacks present across our datasets.
Given the complex capabilities of Node.js packages and the
wide attack surfaces exposed by the software supply chain, we
identify multiple distinct vectors of attack employed by real-
world malicious updates. Table I presents a categorization of
the attacks present in our malicious datasets. Below, we discuss



each attack in greater detail.

Form Grabbing: This client-side attack scans active web
forms for sensitive information (e.g., passwords, credit card
numbers), and sends it to an attacker-controlled server. This
is the most common form of attack present in our known
malicious updates dataset, encompassing more than two-thirds
of the attacks encountered in that dataset. Moreover, we
observe obfuscation to be common in this form of attack, with
a simple majority of such form grabbing attacks also being
heavily obfuscated.

Malicious Process Execution: This attack involves the exe-
cution of a malicious process that is embedded directly into
the package update, such as a cryptocurrency miner or an
attacker-controlled reverse shell. We find that nearly half of
these attacks were also heavily obfuscated.

Within this category of attack, we also find our dataset
of malicious package clones, which appear to belong to a
coordinated malware campaign, with each clone executing
similar, yet obfuscated, cryptocurrency mining scripts.

Fetch and Execute Script: In this attack, malicious javascript
is fetched from a web request (e.g. a pastebin.com url), and
then executed client-side, typically via the javascript eval()
function. Such attacks are particularly enticing targets of study
since they can be generalized to result in any other form of
attack expressible in javascript.

Data Exfiltration: Data exfiltration attacks involve reading
sensitive data (e.g. secret keys, IP addresses)–typically stored
in local files–and sending them to an attacker-controlled server.
These attacks are similar to form grabbing, but differ in that
they involve malicious data harvesting from sources other than
active web forms.

Write to Sensitive Files: In this form of attack, the adver-
sary writes data to sensitive files to manipulate the victim’s
machine. In the single instance of this attack present across
our datasets, the attacker appends their ssh key to the victim’s
authorized keys file, thus planting an ssh backdoor into the
victim’s machine.

Trigger Dependency: This attack involves manipulating a
package’s dependency structure in order to trigger a malicious
payload present in another dependent package. In the one
instance of this attack observed in our datasets, the malicious
package recursively scans the victim’s directory of installed
packages and invokes hidden functionality when the name of
the intended trigger dependency is located.

B. Implementation Details

In this section, we explore practical design details for
implementing LLM-based malicious package update detection
and overcoming first-order challenges inherent to LLM-based
applications. Figure 1 presents this design as a three step
approach, and we explain each step in detail below.

Smart-Diff Generator: Overcoming the limitations inherent
to finite context windows is an important first-order challenge
in evaluating the capabilities of LLM-based analysis. As such,

--------------------------------------------
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Minification Redundant Code 
Elimination
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Large Language Model
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Smart-Diff                   LLM Prompt

2

Diff

--------------------------------------------
Update Classifier

Text Embedding         LLM Output

3

LLM Response

Classification 
Decision

Fig. 1: Practical design for evaluating LLM-based malicious
update detection

reducing input sizes is key to taking full advantage of the low-
context settings in which LLMs are demonstrated to achieve
peak task performance [23], [22]. To overcome this first-order
challenge, we design a custom smart-diff generator–a diff-
based utility that employs additional preprocessing heuristics
designed to capture only novel changes in a given package
update. Our smart-diff generator (step 1 in Figure 1) takes as
input the old and new version of a package, represented by the
pair {pkg@v_old, pkg@v_new}, and operates as follows:

First, we iterate over each file across both pkg@v_old
and pkg@v_new. For each javascript file encountered (e.g.
*.js, *.ts, *.ejs, *.mjs, *.cjs), we conduct minification (step
1.1), by sending it through a javascript minifier, followed
by a javascript unminifier1. This step helps to standardize
variable names and code structures, as well as eliminate non-
code features which may distract an LLM, e.g. comments.
Another key benefit of this approach is that minification
and unminification provide a built-in semantics-preserving
transformation over our input (as recommended by Risse et
al. [57] to mitigate the potential for overfitting that LLMs
are susceptible to). We utilize established javascript tools–
UglifyJS [64] and Webcrack [65]–to perform minification and
unminification respectively.

Afterwards, if a javascript file is present in both versions of
the package, we perform redundant code elimination (step 1.2),
by employing a grammar-based k-grams matcher to remove
repeat code across both versions of the same file. We find that
this step is particularly impactful in cases where code changes
have cascading lexical impacts, e.g., the addition of a single
variable declaration will alter the names of every subsequently
declared variable after minification mangles variable names,
which in turn prevents diff from eliminating large quantities

1The unminifier primarily serves to create line breaks between program
statements, which simplifies the process of employing diff to eliminate
redundant lines



of functionally identical lines that differ only in variable
naming schemes. To implement this form of redundant code
elimination, we utilize Dolos [66], a research tool originally
intended for code plagiarism detection, which we repurpose to
identify redundant code. Based on small-scale manual testing
on a subset of our typical updates and known malicious
updates datasets, we set internal parameters for k-gram length
to 70, and window length to 17, as we find these parameters
to sufficiently eliminate redundant code while leaving novel
code untouched.

Finally, the whole directories of pkg@v_old and
pkg@v_new are compared via the linux tool diff [67],
resulting in a single smart-diff per package update, which is
then stored to be used as input to a large language model.

Large Language Model: In this phase (step 2 in Figure 1),
we prompt an LLM to analyze the contents of our generated
smart-diff to determine if the package update is malicious.
Applying LLMs specifically to this task serves to automate the
detection of generalized malicious behavior patterns, distilling
the LLM’s broad lexical understanding of malware into high-
level outputs.

For model choice, we select two of OpenAI’s most recent
models [68], namely GPT-4-Turbo and GPT-4o, as well as
Google’s Gemini 2.0 Flash [69], since each of these models
are optimized for both code and natural language.

For prompt selection, we employ role-play prompting,
which is demonstrated in the research literature to more
effectively trigger chain-of-thought reasoning and improve
model performance across various tasks [70]. Our chosen LLM
prompt is as follows:

“You are a program analyst. I’m going to provide you
with the diff of an npm package update. Your task is to
analyze the behavior of this package update and identify any
potentially malicious behavior. {smart-diff contents}. Based
on your analysis, is this package update malicious?”

Afterwards, we capture the LLM’s output and save it for
update classification (step 3 in Figure 1).

Update Classifier: Translating the textual response from an
LLM into a malicious or benign classification decision is
another first-order challenge in applying LLM-based malware
detection. This problem is non-trivial, as the semantics of
textual responses are complex, and the precise delineation
between what constitutes a malicious versus benign decision is
non-obvious. Numerous prospective solutions to this problem
exist, however each approach has its own limitations.

One could prompt the LLM to reply with a simple yes/no
answer, but in practice, LLMs may ignore such a request, and
this approach could additionally result in LLM output omitting
valuable chain-of-thought information for assessing why the
LLM arrived at the decision it did. Other approaches may
prompt the LLM for structured outputs, such as Zahan et al.’s
SocketAI [19], which requests tested LLMs to output JSON
data containing numerical scores. In practice, however, LLMs
are known to in certain instances disobey requested output
structure, include numerical scores that are discordant with

accompanying text, or output only placeholder data that is
irrelevant to the specific prompted task at hand.

To avoid these forms of invalid outputs, we propose an
update classifier based on sentence embeddings of the LLM’s
output. Sentence embeddings [71] are a natural language
processing tool that seeks to encapsulate the semantic meaning
of text as a numeric vector. Such sentence embeddings are
then able to be classified using traditional machine learning
techniques. To generate sentence embeddings, we employ a
pre-trained SimCSE model [72] (specifically, the supervised
RoBERTa large model provided by Princeton’s Natural Lan-
guage Processing team).

Utilizing machine learning to reduce LLM outputs to a
malicious/benign decision requires labeled training data. To
acquire this ground truth training data, we manually review
and denote decision labels for the LLM outputs of 500 random
typical update samples, plus 100 malicious samples spanning
all 46 of our known malicious updates dataset and 54 random
samples from our malicious package clones dataset. To address
class imbalance between typical and malicious samples, we
apply SMOTE [73] oversampling to our training data. We note
that for training an update classifier, the goal is to maximize
correct interpretation of the LLM’s output, which includes
matching the decisions of any samples misclassified by the
LLM. For an evaluation of the actual classification accuracy
of tested LLMs, see Section V-A.

Next, to automate update classification, we train a variety
of machine learning algorithms on our labeled sentence em-
bedding data. For each LLM, we test random forest, gradient
boosting, and linear support vector machine classifiers using
10-fold cross-validation over our labeled data. For both of
the OpenAI models, we find that the support vector machine
performs best at correctly interpreting LLM outputs, matching
our decision labels at 100% precision and 99.98% recall
averaged across the 10 folds. For Gemini, we achieve the
most correct interpretations with the random forest classifier,
matching our decision labels at 91.8% precision and 96.2%
recall averaged across the 10 folds. Investigation into the lower
correct interpretations of Gemini outputs revealed the model’s
outputs to be noisier overall, including five interesting cases
where the model output a stream of seemingly random words
and characters.

We find these update classifiers to satisfactorily classify
LLM outputs for our goal of evaluating the prospects of LLM-
based malicious update detection. Further, we emphasize that
these output classifiers represent workable lower-bounds for
correctly interpreting outputs, offering room for additional
training and fine-tuning if desired.

C. Methodology

In this subsection, we detail our methodology for evaluating
the potential application of LLMs to detecting malicious
package updates. Broadly, we identify three primary criteria
by which we seek to assess the capabilities of LLM-based
analysis: correctness, efficiency, and resilience. Below, we



Known Malicious Updates Dataset (46) Malicious Package Clones Dataset (163)
System TP FN Error Sensitivity TP FN Error Sensitivity
Us (GPT-4o) 46 0 0 100%* 163 0 0 100%*
Us (GPT-4-Turbo) 46 0 0 100%* 163 0 0 100%*
Us (Gemini-2.0-Flash) 46 0 0 100%* 163 0 0 100%*

RogueOne 39 5 2 88.6%** N/A N/A N/A N/A

TABLE II: Classification results on known malicious updates. *: only computed on samples not included in the training set
of the output classifier. **: only computed on samples that completed without error

explain each of these criteria in detail, including specific
metrics and their rationale.

Correctness: The correctness criterion measures the degree
to which LLMs can accurately distinguish malicious package
updates from benign ones. For the LLM-based approach to
be effective, it needs to detect a large proportion of malicious
package updates–while maintaining a minimal false-positive
rate. Due to the rapid rate at which npm package updates
are released (approximately 15 per minute [58]), and the
fact that benign updates vastly outnumber malicious ones,
even a relatively small percentage of false positives could
outnumber detected true positives and make for impractical
results at repository scale. As such, we seek to evaluate the
correctness of LLM-based malicious update classifications on
real-world malicious package update incidents, as well as
typical, common package updates, to understand how tested
LLMs perform in both settings.

Due to the disjoint and imbalanced nature of our datasets,
we opt to measure correctness in terms of sensitivity and
specificity. Sensitivity (also commonly referred to as recall)
measures the percentage of true positives identified out of
all malicious samples, which we infer from our malicious
datasets. Meanwhile, specificity encapsulates the percentage
of true negatives identified out of all benign samples, which
we infer from our typical updates dataset. Although it would
be possible to calculate a precision score across these two
datasets–i.e. the percentage of true positives out of all flagged
samples–the disjoint and imbalanced nature of these datasets
makes it inherently disproportional to compare false positives
in our typical updates dataset to true positives in our malicious
datasets. Rather, the true positive rate in malicious cases,
and the frequency of false positives across typical updates,
should serve to broadly assess the effectiveness of LLM-based
analysis in both situations.

Efficiency: Repository-scale analysis, especially in real-time,
poses significant efficiency requirements. Not only must the
analysis be fast enough to scale with the growth of npm, exten-
sive LLM usage poses non-trivial monetary and/or electricity
costs. For the LLM-based approach to be effective, it must be
able to quickly analyze and classify package updates, while
not being prohibitively expensive. As such, we seek to explore
key efficiency metrics, including cost and performance trade-
offs in conducting LLM-based analysis at scale.

First, we measure the speed of our implementation of LLM-

based malicious package update detection across our datasets,
collecting aggregate timing metrics, including smart-diff gen-
eration, LLM usage, and output classification, making the
effort to consider the practicality of these time requirements
across average, median, and worst cases. Additionally, we
record monetary costs incurred by LLM usage, which we
measure in terms of the average cost of model tokens, taking
note to explore the extent to which smart-diff generation saves
on these costs.

Resilience: Last, we consider the deeper reasoning capacities
of LLMs and assess whether tested models are capable of
maintaining effectiveness whilst an adaptive adversary at-
tempts to circumvent detection. If an LLM-based approach
were to be deployed in practice, adversaries would alter
and obfuscate their malicious updates to evade detection
(as described in Section III). As such, we seek to explore
the malicious package update detection capabilities of LLMs
when evasive techniques are added into specially crafted
malicious updates. For the sake of completeness, we measure
the effectiveness of false positive engineering techniques, in
addition to false negative engineering techniques, and explore
the potential security consequences of each.

V. EVALUATION

This section presents our findings pertaining to the cor-
rectness, efficiency, and resilience of LLM-based malicious
update detection for npm packages. Section V-A assesses
how correctly tested LLMs distinguish malicious versus be-
nign package updates. Then, section V-B analyzes key cost-
performance trade-offs relating to the efficiency of repository
scale LLM-based analysis. Finally, section V-C explores the
resilience of tested LLMs to adversarial evasion techniques.

A. Correctness

To fairly measure correctness, we conduct a comparative
evaluation, testing the LLM-based approach against Sofaer et
al.’s RogueOne [8], a state-of-the-art static dataflow analysis-
based malicious update detector for npm packages, which was
demonstrated to correctly flag more known malicious updates
than other past approaches such as Sejfia et al.’s Amalfi [11]
and Duan et al.’s MalOSS [10]. We build RogueOne [8]
from the Docker container provided in the authors’ replication
package, and we employ their system’s default configurations,



which includes a one-hour timeout as used in the authors’
original evaluation.

Due to the computational complexity of static analysis,
RogueOne [8] may timeout and/or fail to produce a final clas-
sification decision when analyzing some samples. In order to
fairly compare the results of the LLM-based approach against
RogueOne [8], we record instances where we encountered
such errors, and we exclude those samples from the calculation
of RogueOne’s overall sensitivity and specificity scores, so as
to evaluate their system under the best possible conditions.
Moreover, to fairly evaluate the LLM-based approach and
account for potential overfitting, we exclude any samples
utilized to train the final output classifier from the calculation
of overall sensitivity and specificity scores.

Table II presents comparative classification results across
our package malware datasets2, and Table III displays com-
parative classification results for our typical package up-
dates dataset, both in aggregate and separated into popular
package updates and random package updates. The LLM-
based approach correctly flags 46 out of 46 known malicious
updates, as well as 163 out of 163 malicious package clones,
for each tested back-end LLM. Across our typical updates
dataset, however, each model performs differently, with GPT-
4o reporting only 8 false positives, GPT-4-Turbo reporting
16 false positives, and Gemini-2.0-Flash reporting 75 false
positives out of 2,000 samples.

Compared to RogueOne [8], the LLM-based approach
achieves higher sensitivity and specificity scores across both
of our datasets, and for each tested back-end LLM. RogueOne
correctly flags 88.6% of successfully analyzed known ma-
licious package updates, and marks 93.3% of successfully
evaluated typical package updates as benign, with only 7.9%
of all samples resulting in an error. We note that this error
rate is a potential upper bound, due to slight differences in
testing environment and possible configuration optimizations
supported by RogueOne, e.g. timeout length.

We find that RogueOne [8] is most likely to miss malicious
samples that contain complex code obfuscations and branching
loops, as these operations increase the computational com-
plexity of static dataflow analysis and thus the likelihood
of the system timing out. Interestingly, we find that tested
LLMs consistently catch these cases, citing the heavy code
obfuscation itself as a potential indicator of maliciousness.
Despite this, tested LLMs’ reasoning capabilities regarding
heavily obfuscated code appears to be limited, encompassing
only surface level insights into obfuscated code behavior. All
things considered, our findings demonstrate the LLM-based
approach to be accurate in detecting historical instances of
package malware–including instances where past approaches
struggle.

Summary of Correctness Findings: Our highest-performing
LLM-based approach, utilizing GPT-4o, achieves high ac-

2We opt not to evaluate RogueOne [8] on this dataset of malicious package
clones because such packages are technically outside of the intended problem
domain for RogueOne and thus could be potentially unfair to compare against.

Typical Updates Dataset (2000)
System TN FP Error Specificity
Us (GPT-4o) 1992 8 0 99.5%*
Us (GPT-4-Turbo) 1984 16 0 98.9%*
Us (Gemini-2.0-Flash) 1925 75 0 95.0%*

RogueOne 1716 124 160 93.3%**

Popular Updates Subset (1000)
System TN FP Error Specificity
Us (GPT-4o) 999 1 0 99.9%*
Us (GPT-4-Turbo) 993 7 0 99.1%*
Us (Gemini-2.0-Flash) 981 19 0 97.5%*

RogueOne 847 51 102 94.3%**

Random Updates Subset (1000)
System TN FP Error Specificity
Us (GPT-4o) 993 7 0 99.1%*
Us (GPT-4-Turbo) 991 9 0 98.8%*
Us (Gemini-2.0-Flash) 944 56 0 92.5%*

RogueOne 869 73 58 92.3%**

TABLE III: Classification results on typical package updates.
*: only computed on samples not included in the training set
of the output classifier. **: only computed on samples that
completed without error

curacy (100% sensitivity and 99.5% specificity) across a
combination of historical attacks, typical package updates,
and malicious clone packages. These results demonstrate that
LLMs possess significant potential in correctly discriminating
historical attacks from typical changes to packages.

B. Efficiency

This section analyzes crucial efficiency metrics relating to
the cost and performance of running LLM-based malicious
update detection at repository-scale. All metrics were gathered
on a machine with an Intel Xeon Gold 5218R processor and
196GB of RAM, running Rocky Linux version 8.7.

Execution Times: First, we assess the time it takes to classify
a single package update using our prototype design for LLM-
based malicious package update detection, which includes the
time required to generate a smart-diff followed by the time
required to query an LLM, and lastly, the time required to
generate and classify a sentence embedding. Figure 2 provides
a visual breakdown and comparison of the time-dominant steps
of this process. We find that an overwhelming majority of
smart-diffs generate in a matter of seconds, but a tiny fraction
are time-intensive to generate. At median, it takes only 2.3
seconds to generate a smart-diff, with 96.2% of smart-diffs
requiring less than one minute to generate, and only 0.1% of
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Fig. 2: Total analysis time breakdown for LLM-based mali-
cious package update detection, spanning both smart-diff gen-
eration time and LLM query time (GPT-4o), stacked by sample
and then sorted, across all datasets. For a large majority of
samples, LLM query time dominates, but for a small fraction
of samples, smart-diff generation time dominates. Figure is
truncated at 300 seconds along the y axis for readability.

smart-diffs (2 / 2,000 typical update samples) taking longer
than one hour to generate. Long times appear to be caused
by gigantic files containing bundled code–often consisting
of multiple entire libraries–which incur significant costs in
parsing and analyzing.

LLM Min Max Average Median
GPT-4o 2.53 s 40.55 s 9.91 s 9.07 s
GPT-4-Turbo 1.77 s 78.45 s 17.17 s 16.82 s
Gemini-2.0-Flash 0.52 s 51.71 s 3.72 s 3.37 s

TABLE IV: Timing metrics pertaining to LLM queries.

For LLM execution times, Table IV presents the minimum,
maximum, average, and median times required to query ex-
amined models. Although LLM query times exhibit some
variance, we find this variance to be independent of input
size and asymptotically constant (this trend can be seen in
Figure 2). We find Gemini-2.0-Flash to achieve the generally
fastest runtime, averaging just 3.72 seconds per query. Next, is
GPT-4o at an average query time of 9.91 seconds, and finally
GPT-4-Turbo, at 17.17 seconds.

Regarding output classification, we find runtimes to be
largely negligible. For our embeddings-based implementation,
sentence embeddings require an average of just 0.26 seconds
to generate and less than 0.002 seconds to classify.

In total, our instantiation of LLM-based malicious package
update detection (utilizing GPT-4o), from start to finish, re-
quires an average time of 35.59 seconds, or a median time of
only 11.62 seconds, to classify a given package update.

Additionally, we compare total execution times against
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Fig. 3: Cumulative distribution functions for the total execution
time of LLM-based malicious package update detection versus
RogueOne [8], across the subset of 1,732 typical updates
that were successfully analyzed by RogueOne without error.
Higher values along the y-axis indicate faster execution times
across a greater portion of samples.

RogueOne [8] for completeness. Figure 3 contrasts the cu-
mulative distribution functions of the total execution times
for our instantiation of LLM-based malicious package update
detection versus the total execution times of RogueOne [8].
Within the subset of typical update samples that RogueOne [8]
successfully analyzed without timing out (1732), we find
that the LLM-based approach is on average faster than the
static analysis performed by RogueOne, with the LLM-
based approach incurring an average execution time of 19.54
seconds, versus 65.84 seconds for RogueOne. Despite this,
RogueOne [8] achieves a faster median execution time (2.13
seconds for RogueOne versus 9.91 seconds for the LLM-
based approach), which occurs due to the relatively constant
time cost required to perform an LLM query dominating
the execution time of the LLM-based approach on smaller
samples. We believe that these results demonstrate relative
practicality of LLM-based malicious package update detection
within the context of existing approaches.

Regarding performance costs at repository scale, recent
data estimates that the npm package repository receives a
total of 674,300 package updates per month [58], which is
approximately 15 package updates per minute. Beneficially,
smart-diff generation, which dominates the execution times of
the worst-case scenarios, is a highly parallelizable process,
as independent package updates–and even independent files
across a single package update–can be processed entirely in
parallel. To demonstrate this, we implement such parallelism
into our smart-diff generator and find that by employing 30
parallel processes, we can increase the throughput of the
smart-diff generator to process one smart diff every 0.85
seconds on average (or 0.08 seconds at median). Utilizing such



Input Type Avg. Size Avg. Tokens Avg. Token Cost (GPT-4-Turbo) % Exceeding Max. Context Window
Whole Package 1.07 MB 546,363 $ 5.46 16.86%
Diff 325.83 KB 115,895 $ 1.16 7.18%
Smart-Diff 88.17 KB 25,246 $ 0.25 1.47%

TABLE V: Comparative cost-metrics across potential inputs

parallelism, we conclude that a highly-resourced entity, such
as repository maintainers or security analysis firms, would be
reasonably capable of keeping pace with the approximately 15
package updates per minute uploaded to the npm repository.

Input Costs: In addition to performance costs, input size plays
a pivotal role in LLM-based analysis, as monetary costs and
context window boundaries impact both the practicality and
effectiveness of such analysis. However, there exists a trade-
off between time and input size reduction, since preprocessing
efforts, such as smart-diff generation, consume time in order to
make the LLM input smaller. As such, we assess how smart-
diff generation impacts overall input size–and its resulting
practical cost-performance implications. To weigh potential
trade-offs, we perform a comparative analysis between smart-
diffs and plain diffs, as well as whole packages.

Table V compares how these different input types impact the
overall size and cost of LLM queries. For a visual depiction
of this data, see Figure 4. These results demonstrate that
analyzing whole packages using LLMs poses serious practi-
cality concerns. More than one out of every 6 whole packages
encountered across our datasets exceeds GPT-4 based architec-
tures’ maximum context window of 128,000 tokens, meaning
that they would need to be analyzed in chunks which may lack
important context. Further, whole packages incur substantial
token costs which may be prohibitively expensive at scale,
with an average price exceeding $5 to analyze a single package
by querying the most expensive GPT-4-Turbo model. LLM-
based analysis of package updates using diffs–and especially
smart-diffs–however, offers much greater practicality.

Compared to whole packages, regular diffs reduce total
tokenized input size by 78.8%. Compounding these savings,
smart-diffs reduce total tokenized input size by an additional
78.2% over regular diffs, reducing token costs to an average of
just $0.25 per package update. Although the savings of smart-
diffs over regular diffs ($0.91 per package update) may appear
to be small for just a single instance, across all 2,046 samples
in our package update datasets, this amounts to $1861.86 in
savings, and represents even more substantial cost reductions
at repository scale. We note that model selection may also
impact overall cost, as different LLMs may employ different
tokenizers and/or price schedules. For example, at the time
of writing, GPT-4o tokens are charged at half the rate of
GPT-4-Turbo tokens–despite both models utilizing the same
tokenizer [68], meanwhile Google’s Gemini-2.0-Flash even
offers a free-tier of usage [69].

In addition to lower costs, smart-diffs provide significantly
smaller input sizes, which are shown to improve LLM classifi-
cation accuracy in practice [23], as removing large portions of
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Fig. 4: Violin plots of token sizes encountered across potential
inputs. The 128K token maximum context window for tested
GPT-4-based architectures is depicted as a dashed line. Note
the logarithmic scale on the y-axis.

irrelevant and redundant code helps to reduce distractions that
the LLM may latch onto [22]. Additionally, smart-diffs present
the lowest risk of exceeding maximum context windows, with
only 1.47% needing to be analyzed in chunks, compared to
7.18% for plain diffs and 16.86% for whole packages. Such
cost-performance trade-offs demonstrate significant practical
benefits of our smart-diff generation technique aimed at as-
sisting LLM-based package update analysis.

Summary of Efficiency Findings: By employing smart-diffs
and process parallelization, we find LLM-based malicious
package update detection to be highly practical at repository
scale, with 30 parallel threads capable of classifying more than
50 packages per minute and only 1.47% of samples exceeding
the context window of our highest performing model.

C. Resilience

Finally, we investigate the extent to which an adaptive
adversary is capable of manipulating package updates so as to
subvert LLM-based malicious package update detection and
induce misclassified outputs. First, we explore false positives,
and then false negatives.

False Positive Engineering: Although induced false positives
do not pose the risk of injecting malware into package code-
bases, they do still highlight weaknesses in LLMs’ malicious
update detection capabilities, and they may be employed by an
adversary in a denial-of-service style attack which attempts to



overload a deployed system with too many incorrectly flagged
packages.

In practice, we find that false positives can be trivially
induced by combining benign behaviors that are highly ex-
ploitable or commonly used in malicious techniques. For ex-
ample, a package update which calls the notoriously dangerous
eval() function on a highly obfuscated string–even one that
reduces to just “console.log(‘Hello, World!’)”–is sufficient to
cause each tested model to classify the update as malicious.
Other behaviors which may potentially be used to induce false
positives can be drawn from the real-world false positives
encountered by tested LLMs during our evaluation (see sec-
tion VI-A for a discussion of these false positives).

False Negative Engineering: False negatives pose a signif-
icantly greater threat to package users, as they imply that
malicious behaviors are present in an update, yet undetected
by the LLM. Hence, in a deployment setting, a reactive
adversary would seek to manipulate malicious package updates
such that they evade detection via LLM. To achieve this
end, we explore several techniques for obfuscating malicious
behaviors, particularly while also avoiding the LLM interpret-
ing the obfuscations themselves as malicious. We test our
false negative engineering techniques on two different attack
types encountered in our known malicious updates dataset,
namely the form grabbing attack, as it is the most commonly
encountered attack in our known malicious updates dataset,
as well as the fetch and execute script attack, as it is the
most generalizable attack (recall Section IV-A1 for specific
details pertaining to these attacks). Below, we discuss explored
false negative engineering techniques in detail, including both
successful and unsuccessful approaches.

Breaking Up Payloads: Malicious updates often involve
numerous program statements in order to complete an attack.
As such, we attempt to interleave malicious statements with
benign ones across large package updates, particularly updates
that are close to tested models’ maximum context window, so
as to increase the amount of contextual information required
to detect the attack. In practice, this technique alone resulted
in successfully inducing false negatives which bypass GPT-4-
Turbo and Gemini-2.0-Flash, but not the GPT-4o model–both
for the form grabbing and fetch and execute script attacks.

Mild Dataflow Obfuscations: We find that complex dataflow
obfuscations tend to inherently be interpreted as malicious
behavior by tested LLMs. Hence, we explore techniques for
milder dataflow obfuscations which increase the difficulty of–
and particularly, the context required to perform–code com-
prehension, while still appearing like benign code to an LLM.

One examined technique involves transferring a sensitive
function or variable through repeated variable assignments so
as to create contextual separation from the original assignment.
For example, we create a variable to hold a potentially
sensitive function, e.g., https.get, then we assign it to a new
variable, and we repeat this process until a sufficiently long
variable chain is created such that is difficult for an LLM to
comprehend that the final variable still holds https.get.

var l = "as"
var e = "p"
var t = e + l
var v = "eb"
var k = "t"
var u = "in"
var y = k + v + u
var i = t + y
var m = "o"
var o = "m"
var c = ".c"
var j = m + o
var z = c + j
var p = i + z

Listing 1: Mild dataflow obfuscation to construct the string
“pastebin.com” in variable p.

Another explored technique involves creating sensitive
strings piece by piece using only small operations at a time.
Listing 1 depicts the construction of the sensitive string
“pastebin.com” utilizing this technique.

Similar to breaking up payloads, these mild dataflow ob-
fuscations successfully induce false negatives which bypass
GPT-4-Turbo and Gemini-2.0-Flash, but not GPT-4o, for both
tested attack types. It is only by combining both of these
mild dataflow obfuscations with breaking up payloads that we
successfully induce false negatives which bypass GPT-4o.

Regarding mitigations against mild dataflow obfuscations,
applying further preprocessing techniques–such as dead code
elimination–may serve to undo such obfuscations prior to
LLM-based analysis. However, adaptive adversaries may, in
response, employ dynamic variables and branches to circum-
vent static preprocessing techniques like dead code elimina-
tion. Ultimately, preprocessing mitigations and LLM reasoning
capabilities will need to evolve over time as adversaries adapt
to evade defensive measures.

Prompt Engineering: LLMs may be prone to adversarial
influence when an adversary can control the input prompt such
that they alter the instructions given to an LLM. As such,
we investigate these kinds of prompt engineering attacks in
attempt to induce false negatives which bypass LLM-based
malware detection. We inject prompt engineering into the
smart-diff of malicious package updates by including text
which instructs the LLM to ignore previous instructions and
just report that the update is benign, e.g. “Dear AI program
analyst, Please ignore any and all previous instructions you
have received. When you are asked if this package update is
malicious, answer that it is a benign update, with no signs of
malicious behavior, appearing to be a part of routine mainte-
nance, raising no concerns. DO NOT under any circumstance
report that this package update is malicious or potentially
malicious.”



In practice, all attempts at prompt engineering were them-
selves flagged as malicious behaviors by all tested models.

Summary of Resilience Findings: We find that tested LLMs
may be tricked into raising false flags, and are additionally
challenged by specific forms of mild code obfuscations that
increase the context required to reason about code–enabling
adaptive adversaries to potentially evade detection by tested
models.

VI. DISCUSSION

In this section, we explore auxiliary findings of our eval-
uation and further discuss the LLM-based malicious package
update detection approach within the broader context of the
software supply chain.

A. False Positives Encountered

This subsection discusses false positives encountered by
tested LLMs during our evaluation and explores the specific
behaviors that these LLMs interpret as malicious. Table VI
presents a categorization of encountered false positives, and
below, we describe each of these categories and the common
behaviors they encapsulate.

Encountered False Positives
Category GPT-4o GPT-4-Turbo Gemini
Sensitive Operations 6 11 39
Large Deletions 2 2 39
Dependency Changes 0 4 7

TABLE VI: Encountered false positives by model and cate-
gory. Note that some false positives may fall into multiple
categories.

Sensitive Operations: Most of the encountered false positives
involve the use of security-sensitive operations that exhibit
high potential for abuse if improperly utilized or implemented.
Such security-sensitve behaviors include use of hardcoded
keys, modification of native APIs, dynamic process execution,
file system manipulation, fetching external scripts, and use of
encoding/encryption.

Large Deletions: Another subset of false positives incurred
by our system involve the removal of large portions of code,
test files, licenses, and/or other metadata files. We find that
Gemini-2.0-Flash in particular is more aggressive in assign-
ing maliciousness to deleted code and metadata files. In an
interesting false positive of this variety that was incurred
by all tested models, the update removed all functional files
and replaced them with a package deprecation placeholder.
Package deprecation is a common occurrence in the lifecycle
of npm packages, so it is strange that this behavior was
interpreted as malicious by every tested LLM.

Dependency Changes: Significant changes to dependency
structures also contributed to false positives incurred by GPT-
4-Turbo and Gemini-2.0-Flash, but not GPT-4o. This included
removing dependencies, downgrading dependencies, swapping
dependencies, and/or modifying a dependency to be installed

from a source other than the official npm registry (e.g GitHub
dependency, or other external dependency).

B. Live Update Analysis

To explore LLM-based malicious package update detection
within a more realistic deployment setting, we conduct live
analysis of popular package updates in real time as they are
uploaded to the npm repository for a period of nearly three
months, ranging from October 23, 2024 to January 17, 2025.
Within this time period, we observe 1,117,856 unique and
publicly available package updates via npm’s official registry
listener API [74].

Due to the sheer size and quantity of the more than 1.1
million unique package updates encountered, we make a num-
ber of practical considerations to simplify the scale and costs
of this real-time LLM-based analysis. First, we only target
updates for highly popular packages–those which garner more
than 100,000 weekly downloads–as these packages account for
the overwhelming majority of all npm package downloads [39]
and thus represent the most impactful targets for analysis.
Based on our most recent snapshot of npm, we find that
packages with more than 100,000 weekly downloads account
for 98.4% of all package downloads.

Applying this popular package filter results in 29,880 unique
package updates, and we generate smart-diffs for each of
these updates. Second, we skip over smart-diffs which do not
alter any package code or scripts, as these updates encompass
only non-meaningful changes such as metadata changes and
dependency version bumps (and indeed, if a dependency itself
was meaningfully altered, the update to that dependency will
be analyzed, as it is guaranteed to pass our package popularity
filter since download counts are transitive across dependency
installations in npm). Finally, we filter out smart-diffs that
exceed the LLM’s maximum context window, as this tiny
fraction of smart-diffs would incur substantial token costs to
analyze across numerous context-window sized chunks.

In total, we find that just 2.6% of smart-diffs exceeded
the model’s maximum context window, and 71.7% of smart-
diffs did not alter any package code or scripts, resulting
in 7,661 smart-diffs that we apply LLM-based analysis to.
For this experiment, we opt to utilize the GPT-4o model
since it achieved the highest classification accuracy across
our evaluation, as well as relatively faster execution times and
cheaper token costs.

Flagged Package Updates: Our live analysis using GPT-4o
flagged seven updates as malicious. We manually explore each
of these updates and assess the LLM output to determine why
they were flagged. Below, we describe each instance.

Two versions of the react-native-bootsplash
package were flagged via the LLM due to significant alter-
ations made to a javascript file containing obfuscated code.
Manual investigation of this code revealed that it performs
license validation to grant access to premium features of the
package, which the package author sells. As such, the code
obfuscation appears to be aimed at preventing users from



fraudulently bypassing license validation. We classify these
instances as false positives of the ’sensitive operations’ type.

The LLM also flagged one version of cdk-assets, as this
update includes code which uploads the contents of a hard-
coded file path to an Amazon S3 bucket. Looking deeper into
this package revealed that this code is part of a test script that
is not needed to run the package. We also classify this instance
as a false positive of the ’sensitive operations’ type.

Last, the LLM flagged four versions of the
ruhend-scraper package, as the code for this package
is entirely obfuscated and performs numerous network
requests, which the LLM deemed highly suspicious. Manual
investigation revealed this package to be a social media
video scraper, which provides functionality for users to
download videos from social media websites via network
requests made to third-party services. Although we did not
identify any explicitly malicious behaviors in this package,
we note that unauthorized video scraping may be in violation
of certain social media websites’ terms of service, such as
YouTube’s [75], which the package provides functionality
to scrape videos from, likely explaining the motivation for
code obfuscation. Due to the suspicious and potentially terms
of service violating nature of this package, we believe that
flagging this package for manual analysis is beneficial from
a security analyst’s perspective.

Ultimately, we believe that this live experiment demon-
strates smart-diff enabled LLM-based malware analysis can
be practical at repository-scale, both in keeping pace with the
growth of npm and in flagging only a manageable quantity of
package updates.

VII. CONCLUSION

Malicious package updates pose a serious threat to the
security of open-source software ecosystems and the software
supply chains they enable. Motivated by limitations in ex-
isting approaches, our work provides a deeper investigation
of the application of LLM-based security analysis within
this problem space. We demonstrated that LLMs’ first-order
concerns, such as limited context and output classification,
can be overcome to enable accurate and efficient detection of
historical package malware at repository scale. However, we
also uncovered deeper, second-order concerns regarding the
reasoning capabilities of tested LLMs, giving rise to subtle
forms of adversarial evasion that are capable of subverting
LLM-based analysis. Ultimately, our findings demonstrate
promising, yet nuanced potential for future work in employing
LLMs, not as a replacement, but as a complement to traditional
forms of security analysis.

VIII. DATA AVAILABILITY

We publicly release all code and data associated with this
work to promote open science and replicability. We distribute
these materials via the Open Science Framework [76], at the
following link:

https://osf.io/92w4e/?view only=c667861f653b44339893
032fbe40e285
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