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Abstract
TEA tokens–an experimental cryptocurrency designed to incen-
tivize and reward high-impact contributions to open-source pack-
age ecosystems–launched an incentivized testnet in early 2024 and
is now preparing for a full release. At this moment, the repository-
wide impacts of TEA on open-source package ecosystems are criti-
cally understudied.

In this work, we conduct a measurement study on TEA token-
related packages across the entire npm repository, involving the
analysis of more than 3.8 million unique packages. From this study,
we identify 50,953 packages that are directly registered to claim TEA
tokens–in addition to 484,595 dependent packages, which indirectly
influence the reward mechanism of TEA–thus encompassing 13.8%
of the entire npm ecosystem.

However, further investigation revealed large swathes of TEA
token-related packages that serve no functional purpose–but rather
appear designed solely to illegitimately manipulate the reward
mechanism of TEA. Through heuristic-based filtering, we estimate
that up to 207,101 TEA token-related packages are illegitimate,
including 98.6% of the packages that are directly registered to
claim TEA tokens. It is our hope that this research raises broader
awareness and action against TEA token-related spam and abuse–
across open-source package ecosystems and the implementation of
TEA itself.
ACM Reference Format:
ElizabethWyss, Lorenzo De Carli, and DrewDavidson. 2025. Spilling the Tea:
Uncovering TEATokenAbuse in npm. In Proceedings of the 2025Workshop on
Software Supply Chain Offensive Research and Ecosystem Defenses (SCORED
’25), October 13–17, 2025, Taipei, Taiwan. ACM, New York, NY, USA, 9 pages.
https://doi.org/10.1145/3733827.3765527

1 Introduction
Open-source package ecosystems play a crucial role in modern
software development. By enabling developers to quickly fetch
and install modular software dependencies, package repositories
assist in streamlining the overall process of building software. As a
result, large communities of open-source developers and security
practitioners [1, 19, 20] have invested substantial time and effort
into the creation and maintenance of freely available and open-
source package software. Managing the health of these ecosystems–
and contending with package spam and malware at scale–is an
active research problem.
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In an effort to reward package maintainers for high-impact
projects, the TEA Association [28] (stylized as ’tea’) is designing an
experimental cryptocurrency, based on their novel "Proof of Con-
tribution" consensus mechanism, which is aimed at quantifying the
impacts of open-source packages [11]. In essence, TEA tokens aim
to financially incentivize and compensate impactful contributions
to open-source package ecosystems. Such rewards are determined
primarily by a package’s total number of dependents (i.e., how many
other packages transitively depend on it) [27]. As of March 2025,
the tea protocol released its final incentivized testnet to the public
and is preparing for its full launch [29].

In spite of best intentions, the tea protocol [28] may inadver-
tently yield perverse incentives for spammers to manipulate pack-
age ecosystems for ill-gotten financial gains. Such spam and abuse
harms not only the tea protocol–but also the open-source ecosys-
tems that become flooded with significant waves of package spam.
This, in turn, poses negative security consequences for the broader
software supply chains that depend on these ecosystems–as pack-
age spam is demonstrated to contribute to issues such as package
confusion [16, 26]–in addition to burdening the workload of repos-
itory crawlers and indexers that perform critical security analyses.

We note that the tea Association directly acknowledges this po-
tential for spam and abuse, stating that they are actively tuning
defensive mechanisms aimed at preventing spammers from illegiti-
mately claiming rewards [27]. However, regardless of whether the
tea protocol’s reward mechanism effectively excludes spammers
(and regardless of whether the tea protocol is even adopted at large)
we emphasize that open-source package ecosystems–and the soft-
ware supply chains they enable–are still adversely impacted by any
package spam resulting from the tea protocol.

In this work, we seek to critically explore the repository-wide
impacts of the tea protocol [28], through a detailed quantitative anal-
ysis spanning the entire npm repository–the largest open-source
package ecosystem currently supported by the tea protocol [21].
However, realizing this research goal poses two key challenges.
First, is the massive scale of npm, which as of March 2025, hosts
more than three million unique packages and thus requires substan-
tial resources and effort to analyze at scale. The second challenge
is that legitimate packages need to be distinguished from package
spam that is intended to manipulate the tea protocol. As such, care-
ful data analysis and targeted classification techniques are needed
to fully understand the repository-wide impacts of the tea protocol.

We overcome these challenges through large-scale data analysis
over a synchronous mirror of npm that we have actively maintained
for more than five years–archiving packages in real time as they
are uploaded to the repository. Not only does this mirror enable us
to identify how the tea protocol has impacted the npm ecosystem
over time, it also allows us to catalog historical package takedowns
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to assess whether repository maintainers are taking action against
any tea-related spam and abuse.

Utilizing our mirror of npm, we conduct a detailed analysis of
more than 3.8 million unique packages. This analysis uncovered
207,101 packages that appear to be illegitimately manipulating
the tea protocol, of which 93.8% are still live on the official npm
package registry and costing npm hosting resources. However, we
also record 328,447 seemingly legitimate packages that either di-
rectly registered to claim TEA tokens, or indirectly influence the
tea protocol by depending on one or more tea-registered packages.
Notably, we find only 7 highly popular packages1 that are directly
registered to claim TEA tokens; however, the recursive dependent
trees of these 7 packages account for the overwhelming major-
ity of seemingly legitimate tea-related packages–highlighting the
immensely interdependent nature of npm.

From our data, we construct a timeline of the tea protocol’s
influence across npm, and we explore characteristic features for dif-
ferentiating legitimate packages from spam aimed at manipulating
the tea protocol.

Overall, the contributions of our work are as follows:
• We conduct a measurement study of the tea protocol’s influ-
ence across the entire npm repository.

• We demonstrate metrics and heuristics that effectively distin-
guish tea-related spam and abuse from legitimate packages.

• We derive a timeline of releases and takedowns for packages
designed to artificially manipulate the tea protocol.

2 Background
This section provides key details that are essential to understanding
the tea protocol [28] and how it interacts with the npm repository.

2.1 The tea Protocol
Here, we describe the basic functionality of the tea protocol. To
register a package with tea and thus make it eligible to collect TEA
tokens, the package must first be registered on the official tea web
application [27]. This registration process requires one or more tea
accounts, connected to associated GitHub account(s) that own the
package being registered2. Upon successful registration, a tea.yaml
file is generated, which must then be added into the package’s file
tree–and validated on the official tea web application–before TEA
tokens may start being awarded to the package. As such, packages
that are eligible to generate TEA tokens are able to be identified by
the presence of a tea.yaml file.

For registered packages, TEA tokens are distributed on a daily
basis, proportional to a custom metric referred to as ’teaRank’ [11].
Although the precise implementation details of the teaRank algo-
rithm are not publicly known, the tea Association has stated that it
utilizes a logarithmic scale and is largely based on a package’s num-
ber of dependents [27]. Effectively, this means that every package
that (transitively) depends on one or more registered tea packages
increases its teaRank and thus indirectly influences the tea protocol.

1defined as garnering at least 100,000 weekly downloads
2Although package ownership on npm is controlled by an npm account, packages may
be linked to an associated GitHub repository via a field in their package.json metadata
file, which the tea protocol utilizes determine GitHub ownership for npm packages.

2.2 Spam Resistance
To defend against spam and abuse, the tea Association states that
they have implemented and are actively refining several spam-
resistance mechanisms, which are included in the teaRank algo-
rithm [11]. Once again, although precise implementation details are
not made public, the official tea documentation provides some high-
level information regarding the function of these defensive mech-
anisms [27]. The first mechanism relates to self-influence attacks,
wherein the owner of a high teaRank package creates superfluous
dependencies for their package in order to artificially inflate the
teaRank of those dependencies. To address self-influence attacks,
teaRank employs a parameter, 𝜅, which encapsulates the percent-
age of total influence that can be transferred from a package to its
dependencies, and then distributes that fraction of total influence
evenly across its dependencies.

The next mechanism concerns tree attacks, wherein a spammer
publishes large quantities of packages that transitively depend on
a tea-registered package in order to illegitimately boost its teaR-
ank. To combat tree attacks, the tea Association records and mon-
itors changes to the dependent tree width and depth for every
tea-registered package on a parameterized time period, represented
as 𝛿 [27]. However, it is unclear the extent to which a dependent
tree change is required to trigger this mechanism, nor the effective-
ness of this mechanism against an adaptive adversary who controls
their flow of package releases to emulate organic growth. Never-
theless, the tea protocol, and its spam resistance measures, are still
being developed and refined in anticipation of the tea protocol’s
full release [29].

For the aims of this work, we emphasize that tea-related spam
impacts not only the tea protocol–but also the npm package ecosys-
tem itself–as large quantities of spam packages occupy storage
resources, contribute to possible package confusion [16, 26], and
increase the workload of repository crawlers and indexers.

3 Overview
In this section, we outline the methodology of our repository-wide
investigation into the impacts of the tea protocol [28] across npm.

3.1 Description of tea Spam
This subsection provides a qualitative description of tea-related
spam that we encounter across the npm repository. We emphasize
that it is impossible to perfectly infer the intent behind tea-related
spam packages, as it may be the case that certain packages manip-
ulating the tea protocol are intended as stress tests, rather than
attempts at cryptocurrency exploitation. However, the focus of this
work lies in measuring tea-related spam–and its impacts across the
npm repository–regardless of intent.

For the purpose of our analysis, we consider tea-related spam
packages to be those devoid of any novel functionality (often any
functionality altogether), yet manipulate the teaRank algorithm [11]
via their dependency structure. Many of these packages appear
to be procedurally generated, employing common template file
structures and naming conventions. Listing 1 shows an excerpt of
a procedural package generation script, which we found residing
within a tea-related spam package identified by our analysis.
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function publishWithDelay() {
...
let pkgJson = fs.readFileSync("package.json");
let pkgData = JSON.parse(pkgJson);
let randomFruit = uniqueNamesGenerator({

dictionaries: [adjectives, animals, colors],
length: 2,

});

pkgData.name = `${randomFruit}_z3n`;

fs.writeFileSync("package.json",
JSON.stringify(pkgData));

...
exec("npm publish --access public")
...

}

Listing 1: Excerpt of procedural package genera-
tion script identified in tea-related spam package
beneficial_cougar_z3n

Broadly, we find two types of tea-related spam packages. First,
are the packages that directly contain a tea.yaml file, which are
used to claim TEA tokens. These packages tend to be first created
shortly after the release of the initial incentivized tea testnet in early
2024 [28]. Notably, we find these packages to have suspiciously high
dependent counts relative to their weekly download counts, often
accruing thousands of dependents despite having weekly download
counts below 350, which is the npm maintainers’ upper-bound
estimate of weekly downloads that can be attributed to bots and
crawlers alone [17].

The second category of tea-related spam packages are those
that depend on one or more of the packages that directly contain
a tea.yaml file. These packages often list dozens of package de-
pendencies, which are typically composed of a mixture of highly
popular npm packages and other tea-related spam packages. Some
of these packages also have additional tea spam dependents or
are interdependent with other tea spam packages. We also find
that tea-related spam dependent trees are often distributed across
numerous distinct npm accounts (which we further discuss in Sec-
tion 4.3), likely functioning as Sybil accounts for the authors of
the packages that are registered to claim TEA tokens. Such fea-
tures demonstrate deliberate attempts to manipulate the teaRank
algorithm by artificially inflating package dependent trees.

3.2 Research Questions
Based on our initial observations on the prevalence of tea-related
spampackageswith no legitimate functionality, we initiate a repository-
wide measurement study focused on the following research ques-
tions:

• RQ1: How many npm packages interact with the tea proto-
col, either directly or indirectly? To what extent are these
packages legitimate, or tea-related spam and abuse?

• RQ2: What are the key characteristics of tea-related spam,
and how do these packages differ from legitimate ones?

• RQ3: Are communities of spammers and/or Sybil accounts
responsible for tea-related spam and abuse?

4 Results
This section presents the findings of our repository-wide inves-
tigation into the impacts of the tea protocol [28] across npm, as
directed by our research questions. First, Section 4.1 explores the
overall scope of npm packages interacting with the tea protocol
and demonstrates techniques for distinguishing legitimate pack-
ages from spam and abuse. Then, in Section 4.2, we investigate key
characteristics of packages identified as likely tea spam and contrast
them against those identified as likely legitimate. Finally, Section 4.3
examines the authors behind packages identified as likely tea spam,
from which we derive distinct communities of spammers and their
Sybil accounts.

4.1 Classifying Tea Packages
In this subsection, we answer RQ1–by identifying npm packages
that interact with the tea protocol [28] and demonstrating tech-
niques for classifying these packages as either likely spam or likely
legitimate.

Our analysis is based on a snapshot of npm, captured on 3/17/2025,
which spans a total of 3,884,532 unique packages. Across this snap-
shot, we identify 50,953 packages that directly contain a tea.yaml
file and are thus eligible to generate TEA tokens.We note that the to-
tal scope of the tea protocol across npm is much larger than just this
set of packages that directly interact with it–since the tea protocol
rewards packages based on the number of other packages that de-
pend on them. To identify these dependent packages, we start from
our initial set of direct tea.yaml packages and recursively crawl the
package reverse dependency trees of our entire snapshot of npm
until the complete dependent trees of all tea-incorporating pack-
ages are extracted. This process uncovered an additional 484,595
packages that eventually depend on one or more tea.yaml packages,
bringing the total scope of the tea protocol across npm to 535,548
unique packages.

To accurately characterize the impacts of the tea protocol across
npm, it is crucial to distinguish legitimate packages using tea from
spammers seeking to manipulate the tea protocol for financial gain.
Figure 1a depicts the distribution of release dates for every npm
package in the complete tea dependent tree. The large spike of
package releases in early 2024 coincides with the initial launch
of the incentivized tea testnet [28] and appears to largely consist
of spammers attempting to exploit the tea protocol. To separate
spam and abuse from seemingly legitimate packages, we employ a
heuristic-based filter that captures key defining characteristics of
tea abuse. Our filtering criteria are as follows:

(1) Tea spam packages must be initially created on or after 2024.
This criterion serves primarily to filter out packages that
were created well before the initial release of the incen-
tivized tea testnet and thus are overwhelmingly likely to
be legitimate.

(2) Tea spam packages must accrue no more than 350 weekly
downloads. This figure represents the npm maintainers’



SCORED ’25, October 13–17, 2025, Taipei, Taiwan Elizabeth Wyss, Lorenzo De Carli, and Drew Davidson

(a) Entire Tea Dependent Tree

6/2025 9/2022 12/2019 3/2017 6/2014 9/2011
Package Release Date

0

5000

10000

15000

20000

Nu
m

be
r o

f P
ac

ka
ge

s

Release Date Distribution
for All Tea Packages

(b) Likely tea Spam Packages
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(c) Likely Legitimate tea Packages
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Figure 1: Histograms depicting the distribution of package
creation dates for (a) all packages in the entire tea dependent
tree across npm, (b) the subset of packages identified as likely
tea spam, and (c) the subset of tea packages identified as likely
legitimate.

upper-bound estimate of weekly downloads that can be at-
tributed to bots and mirrors alone [17]. Hence, packages
below this threshold are likely never downloaded by real
users and extremely unlikely to have legitimate packages
depend on them.

(3) Tea spam packages either directly contain a tea.yaml file or
reside in the dependent trees of other tea spam packages.

To be classified as tea-related spam, a package must meet all
three of the filtering criteria. We apply this filter in two passes.
First, we recursively propagate our filter up the dependent trees of
tea-related packages (i.e., from a package to those that depend on
it), starting from the packages that directly contain a tea.yaml file
and match our filtering criteria. From this first pass, we flag 50,251
out of 50,953 packages that directly contain a tea.yaml file as likely
spam, and 149,106 out of 484,595 packages that eventually depend
on one or more tea.yaml packages as likely spam.

In our second pass, we reapply our filtering criteria to all tea-
dependent packages that share package authorship with any tea-
related spam packages identified in the first pass, as this secondary
pass helps to catch any edge cases in which dependency trees may
have been stealthilymanipulated (e.g., via dependency aliasing [14]).
From this second pass, we flag an additional 7,744 packages that
eventually depend on one or more tea.yaml packages as likely spam.
This brings the total quantity of likely spam packages identified to
207,101 out of 535,548 tea-related packages.

To visualize this data, see Figure 1. The distribution of package
creation dates for all tea-related packages is presented in Figure 1a,
the distribution for likely tea spam in Figure 1b, and the distribution
for likely legitimate tea-related packages in Figure 1c. We note that
the relatively constant distribution of likely legitimate packages in
Figure 1c is expected for typical package releases, which we obtain
by removing likely tea spam packages from the distribution of all
tea-related packages (Figure 1a). In other words, the tea-related
spam packages identified by our filter almost entirely account for
the anomalous spike of package releases observed in early 2024.
Thus, we believe our filter to be largely effective in separating waves
of tea-related spam from legitimate npm packages.
Summary of RQ1: We record 535,548 distinct npm packages that
interact with the tea protocol, representing a notable portion of
the npm repository. We estimate that 207,101 tea-related packages
are spam, which includes 98.6% of all packages that are directly
registered to claim TEA tokens. Despite this, a small number of high-
profile packages also appear to utilize the tea protocol as intended,
and these packages account for 327,745 unique dependents across
npm.

4.2 Characterizing Tea Spam
This subsection, guided by RQ2, explores key characteristics of tea
spam packages and contrasts them against legitimate packages, so
as to provide a deeper characterization of tea spam and abuse across
npm.
Dependency Trees: Dependency trees, and their overall structure,
provide useful insight into how spammers attempt to exploit the
tea protocol, and how this differs from typical package use. Figure 2
presents the dependency tree depth distribution for likely tea spam
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Figure 2: Histogram of dependency tree positioning for likely
tea spam packages. Note: a position of zero represents a pack-
age that directly contains a tea.yaml file, and a position of 𝑛
represents a package that is at most 𝑛 dependency relation-
ships removed from any package at position zero.

packages, and Figure 3 depicts the dependency tree depth distribu-
tion for likely legitimate tea packages. For likely tea spam packages,
there is a large number of packages that directly incorporate a
tea.yaml file, and most of their dependents directly depend on them.
We also observe a small number of long dependency chains (for
dependent tree depths of 15 and beyond, we find at most 13 distinct
packages per layer), the longest of which being a single chain of
dependent packages that runs 96 dependency relationships deep.

As for likely legitimate packages, we observe a small number of
popular packages that directly contain a tea.yaml file, with most
of their dependents centered around a tree depth of 4 dependency
relationships apart. Regarding the popularity of these packages, we
find only 7 npm packages that contain a tea.yaml file and garner
more than 100,000 weekly downloads (a threshold that represents
the top 16,300 npm packages, which together accrue more than
99% of all package downloads across npm [26]). We note that the
overall tree depth distribution of likely legitimate tea packages
appears to be caused by this small number of very popular package
dependencies, such as dotenv-expand and brace-expansion that
reside a few layers deep in the dependency trees of other highly
popular npm packages.

The characteristic differences across these distributions may
serve as a useful, but not definitive signal in distinguishing legiti-
mate packages from spam, as we find that observed spam dependent
trees are tightly focused on direct dependencies, whereas observed
legitimate dependency trees trend more towards slightly deeper
and seemingly normal distributions.
Code Complexity: Next, we explore code complexity as a metric
for characterizing tea spam versus legitimate packages–as we ex-
pect tea-related spam packages to contain lower-effort code, which
should be reflected in code complexity metrics. For our analysis,
we quantify code complexity using cyclomatic complexity [10],
a software metric that encapsulates the total number of linearly
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Figure 3: Histogram of dependency tree positioning for for
likely legitimate tea packages. Note: a position of zero rep-
resents a package that directly contains a tea.yaml file, and
a position of 𝑛 represents a package that is at most 𝑛 depen-
dency relationships removed from any package at position
zero.

independent paths through a program, starting at a value of one
and increasing with program loops and branches.

To extract package-level cyclomatic complexity data, we utilize
the complexity-report package to recursively analyze the direc-
tories of every package in the entire tea dependent tree andmeasure
their total cyclomatic complexity. Figure 4 depicts the distribution
of cyclomatic complexity observed in likely tea spam packages,
and Figure 5 depicts the distribution of cyclomatic complexity ob-
served in likely legitimate tea packages. We find that likely tea
spam packages overwhelmingly exhibit a cyclomatic complexity of
one and show little variation or deviation from this value. Mean-
while, we find that likely legitimate packages appear to exhibit
a power-law-like distribution, starting at a cyclomatic complex-
ity of one and quickly tapering off into larger values. Although
the differences across these cyclomatic complexity distributions
are interesting at scale (and potentially distinguishing for values
greater than two, which are almost exclusively exhibited by likely
legitimate packages), we find that in most instances, cyclomatic
complexity is unreliable in distinguishing legitimate packages from
spam, as both groups are dominated by packages with a cyclomatic
complexity of one.

While the focus of our analysis is on tea-related spam, previous
work notes significant quantities of near-empty, placeholder, tem-
plate, and trivial packages [2, 3] across the npm repository, many of
which are effectively unused. As such, the large quantity of likely
legitimate packages with a cyclomatic complexity of one is an ex-
pected result of the extensive trivial packages observed in the npm
ecosystem.
File Tree Uniqueness: The file tree structure of packages may
also provide insights into the mass generation of spam packages.
Within the set of likely tea spam packages, we find that only 2.68%
have a unique file tree structure, whereas within the set of likely
legitimate tea packages, we measure that 73.64% have a unique file
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Figure 4: Distribution of package-level cyclomatic complexity
for likely tea spam packages.
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Figure 5: Distribution of package-level cyclomatic complexity
for likely legitimate tea packages.

tree structure. Many of these non-unique file trees across likely
legitimate packages are once again the result of trivial packages [2,
3] observed across the npm repository, which are often composed
of just one or two JavaScript files spanning a handful of common
naming conventions and/or an assortment of common metadata
files. To further contextualize these percentages, we collect a control
sample of 500,000 randomly selected packages across our snapshot
of npm, and find that about half of these packages (49.00%) have a
unique file tree structure. Within our control sample, we observe a
lower percentage of unique file trees compared to our set of likely
legitimate packages. We find this smaller percentage to be a result
of various forms of package spam–as well as typical packages–
both being present within the control sample, in addition to the
overall larger size of the control sample increasing the chance
odds of collisions occurring. For comparison, every package in the
complete tea dependent tree, including both spam and legitimate
packages, makes for a comparable sample size of 535,548, and we
observe that only 47.21% of packages within this complete set have
a unique file tree structure. Ultimately, these results demonstrate

significant differences between the file tree structure of legitimate
npm packages and those identified as likely tea spam, which we
believe to be potentially useful in validating and/or tuning filtering
criteria for identifying tea-related spam and abuse.
Summary ofRQ2: Numerous characteristics distinguish tea-related
spam and abuse from legitimate packages at a population level, in-
cluding dependent tree structure, code complexity, and file tree
uniqueness. For classifying individual packages, we find that de-
pendent tree depth and file tree structure can provide useful but
not definitive insight, whereas cyclomatic complexity is only situa-
tionally useful in identifying a small subset of legitimate packages
that are highly complex.

4.3 Spammer Communities
In this subsection, we explore characteristics pertaining to the
authorship of tea packages and identify communities of tea-related
spammer accounts and their Sybils, as guided by RQ3.

First, we explore package author networks across our set of likely
tea spam packages and our set of likely legitimate tea packages.
We find a total of 5,442 unique author accounts are responsible
for the 207,101 identified likely tea spam packages. Conversely, we
find a total of 154,921 unique author accounts are responsible for
the 328,447 identified likely legitimate tea packages. Hence, likely
tea spam package authors publish, on average, nearly 18 times
more packages per npm account than likely legitimate package
authors. Regarding inter-group overlap, we find the sets of likely
tea spam package authors and likely legitimate tea authors to be
nearly bipartite, with only 30 npm accounts publishing packages
marked in both categories. While this small overlap may represent
some noise in our data, the overwhelmingly disjoint nature of tea
spam versus legitimate package authors provides reassurance that
our data is highly consistent.

Next, we investigate the presence of author communities and
their Sybil accounts behind packages identified as likely tea spam.
To accomplish this, we employ thewell-established Louvain commu-
nity detection algorithm [4], a graph-based heuristic that iteratively
identifies non-overlapping communities of nodes by optimizing for
maximal connectedness within communities and maximal disjoint-
ness across communities. To utilize this approach, we construct a
package author relation graph over our set of likely tea spam pack-
ages, where nodes represent individual npm accounts and edges
represent the total number of package-to-package dependency re-
lationships between different accounts. Effectively, this means that
employing the Louvain algorithm on this graph will identify the
most strongly connected groups of likely tea spam package authors,
based on whose packages depend on each other’s. From this graph,
the Louvain algorithm identifies 227 author communities and 637
isolated authors. Table 1.1 presents the ten largest of these com-
munities sorted by total authors, and Table 1.2 presents the ten
largest of these communities sorted by total packages. We observe
significant variation across community sizes and total packages
per community; however, when measured in isolation, each met-
ric appears to follow a power-law-like distribution. Overall, our
results demonstrate the presence of several large communities of
tea-related spammers and Sybil accounts that are behind a signifi-
cant portion of likely tea spam packages identified by our filter.
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1.1 Sorted by Total Authors
Rank Authors Likely Tea Spam Packages
10 90 194
9 106 2,015
8 135 591
7* 137 14,981
6* 157 38,064
5 164 1,865
4 168 1,421
3 186 1,153
2* 401 15,088
1 408 817

1.2 Sorted by Total Packages
Rank Authors Likely Tea Spam Packages
10 5 4,523
9 6 6,649
8 10 6,790
7 4 7,224
6 6 7,225
5 41 7,509
4* 137 14,981
3* 401 15,088
2 18 16,815
1* 157 38,064

Table 1: Top ten largest communities of likely tea spam pack-
age authors, sorted by total authors in the community (Table
1.1) and total number of packages published by the commu-
nity (Table 1.2). Note:* indicates a community that is present
in both top tens.

Summary of RQ3: Communities of spammers and Sybil accounts
are responsible for a large majority of identified tea-related spam
and abuse, with 88.3% of such packages belonging to a community
of npm accounts as found by the Louvain community detection
algorithm.

5 Discussion
In this section, we discuss auxiliary findings and implications of
this work.

5.1 Adoption of tea
Here, we discuss the current state of the npm repository, with re-
spect to the adoption of the tea protocol [28]. In its current testnet
stage, we find that only 0.04% of packages that garner more than
100,000 weekly downloads are directly registered with the tea proto-
col. These high-impact packages represent notable targets for tea to
attract, as they simultaneously are capable of generating the most
rewards and encouraging legitimate use of the tea protocol. De-
spite the current number of highly popular packages adopting tea
being small, the transitive dependents of these packages are wide-
reaching and span hundreds of thousands of packages indirectly

influencing the tea protocol and demonstrating its effectiveness in
benign settings.

Meanwhile, seemingly illegitimate packages account for 98.6% of
all npm packages that are directly registered with the tea protocol.
Although the contrast between legitimate and illegitimate adoption
may seem alarming, we emphasize that TEA is still in a testnet
stage, and the data gathered from this testnet is extremely valuable
for resolving issues prior to a full launch.

In spite of this, we highlight that independent of the tea protocol
itself, tea-related spam packages still pose concerns regarding the
overall health of the npm ecosystem, as they occupy storage capac-
ity, contribute to possible package confusion [16, 26], and increase
the bandwidth of crawlers and indexers scanning the repository.

5.2 Spam Resistance
In this subsection, we discuss potential mechanisms for hardening
against spam, both within protocols such as tea and across open-
source package ecosystems. In its current form, dependent trees
alone do not provide enough information to accurately flag all forms
of spam and abuse–particularly considering adaptive adversaries
that are capable of manipulating package publication traffic to
emulate natural dependent growth.

Rather, we recommend that a wider range of metrics be employed
to flag potential spam and abuse. Download counts may serve as a
simple sanity check when compared against transitive dependent
counts; however, we note that instances of download count manip-
ulation have also been observed in the npm repository [17]. Despite
this, adversarial emulation of natural growth is made significantly
more difficult as more and more metrics are monitored. Further,
associated GitHub repository metrics, such as stars, watchers, and
forks [5] may additionally serve as cross-references for indicating
real use, considering that the tea protocol requires an associated
GitHub repository to register a package in the first place.

Outside of popularity metrics, package code itself may assist
in identifying non-meaningful projects. Empty, template, and/or
procedurally generated packages that are registered to claim TEA
tokens could be caught and flagged at scale–perhaps via existing
code clone detection [33] or spam detection [23] techniques.

Moreover, we recommend that protocol designers, such as tea,
work directly with open-source ecosystem maintainers to report
flagged spam and mitigate negative externalities on package reposi-
tories. Expanding upon existing packagemetrics, protocol designers
would have access to additional information regarding their user-
base, linked repository accounts, and their registered packages.
Such data could be highly valuable, both in identifying spammers
and in propagating spam reports to relevant repository authorities.

In total, different spam resistance approaches constrain adver-
sarial behavior in different ways, and we ultimately recommend
that an ensemble of metrics and detection strategies be employed
to flag tea-related spam and abuse–both for securing protocols like
tea–and keeping open-source package ecosystems clean from spam.

6 Related Work
This section explores related works and contextualizes our findings
alongside existing research.
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6.1 Characterizing Package Ecosystems
Investigating the characteristics and impacts of open-source pack-
age ecosystems forms a large and active body of research [3, 7, 15,
32, 33, 36, 37]. Notable features identified by these works include
extensive interdependence between packages [13] and package
popularity distributions that are heavily skewed towards a tiny
fraction of packages that account for the overwhelming majority
of all package downloads [15, 26, 37]. Both of these features pose
implications for the tea protocol [28], as the dependent trees of
highly adopted packages exhibit exponential growth; moreover,
popularity metrics may assist in augmenting existing data sources
to identify spam and abuse.

Other works in this domain detail the existence of repository-
wide phenomena, such as the widespread presence and adoption
of trivial packages [2, 3], stealthily-forked packages that obscure
provenance information [33], or discrepancies between code pub-
lished to package ecosystems versus their associated GitHub repos-
itories [31].

Our work is unique in that it, to the best of our knowledge,
is the first study within academic literature to characterize and
measure repository-wide impacts of the tea protocol [28]. Further,
we believe that tea-related spam and abuse are a prominent, yet
critically under-studied, threat to the health and authenticity of
open-source package ecosystems.

6.2 Software Supply Chain Security
Also related to this work is the field of software supply chain secu-
rity, which explores the security implications of vulnerable and/or
malicious software dependencies [20]. Works in this domain of-
ten operate from a software development perspective–focusing on
the identification of key attack vectors [6, 8, 16, 22, 30, 38]and/or
proposing tools to solve or mitigate package security issues [9, 12,
13, 18, 24, 25, 34, 35].

Although we do not observe directly vulnerable or malicious
code being distributed by tea-related spam packages, abuse of the
tea protocol [28] represents a software supply chain-related finan-
cial security issue, which may constitute cryptocurrency fraud.
As such, this work provides a unique contribution to the greater
understanding of open-source software supply chains and their
widespread security implications.

7 Conclusion
This work explored the impacts of the tea protocol–and the exper-
imental cryptocurrency it distributes based on package contribu-
tions [28]–across the entire npm repository. We found that even a
small number of highly utilized packages adopting the tea protocol
expands its influence to hundreds of thousands of dependent pack-
ages. Further, we characterized spam and abuse of the tea protocol
across npm, uncovering more than 200,000 packages that likely
serve no functional utility, yet illegitimately manipulate the reward
mechanism of the tea protocol. It is our hope that this work raises
broader awareness and efforts to combat spam and abuse across
open-source package ecosystems as the tea protocol nears its full
launch.
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